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ABSTRACT

Image Retrieval is the procedure of automatically indexing images by the extraction of meaningful fea-
tures which contain information about the shape, colour and texture, and using these indexed features
for retrieval of other similar images. With the advent of deep learning, many computer vision prob-
lems have seen a vast improvement in performance, including image retrieval. But with this increase in
performance, we have lost the ability to understand why two images are similar, since it is hard to under-
stand the type of information encoded in the features obtained using deep learning. We propose a nearest
neighbor search on rich feature representation obtained using Deep Convolutional Neural Networks. We
train separate models on different forms of input data to extract features which contain different types of
information, and use these features to investigate the type of retrieved images. We further try to combine

the various models we have trained to get the optimal performance on a new dataset.
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CHAPTER 1

Introduction

In the recent past the advancement in computer and multimedia technologies has led to the production
of digital images and cheap large image repositories. The size of image collections has increased rapidly
due to this, including digital libraries, medical images etc. To tackle this rapid growth it is required to
develop image retrieval systems which operates on a large scale. The primary aim is to build a robust
system that creates, manages and query image databases in an accurate manner. Image Retrieval is
the procedure of automatically indexing images by the extraction of meaningful features which contain
information about the shape, colour and texture, and using these indexed features for retrieval of other
similar images. The representation of the images are points in a high dimensional feature space and a
metric is used to measure the similarity or dissimilarity between images on this space. Therefore, those

images which are closer to the query image are similar to it and are retrieved.

Feature representation and similarity measurement are very crucial for the retrieval performance
of an Image Retrieval system and for decades researchers have studied them extensively. A variety
of techniques have been proposed but even then it remains as one of the most challenging problems
in the ongoing research, and the main reason for it is the semantic gap issue that exists between the
low-level image pixels captured by machines and high-level semantic concepts perceived by humans.
Such a problem poses fundamental challenge of Artificial Intelligence from a high-level perspective that
is how to build and train intelligent machines like human to tackle real-world tasks. One promising
technique is Machine Learning that attempts to address this challenge in the long-term. In the recent
years there have been important advancements in machine learning techniques. Deep Learning is an
important breakthrough technique, which includes a family of machine learning algorithms that attempt
to model high-level abstractions in data by employing deep architectures composed of multiple non-

linear transformations.

Deep learning impersonates the human brain that is organized in a deep architecture and processes
information through multiple stages of transformation and representation, unlike conventional machine
learning methods that are often using shallow architectures. By exploring deep architectures to learn
features at multiple level of abstracts from data automatically, deep learning methods allow a system

to learn complex functions that directly map raw sensory input data to the output, without relying on



human-crafted features using domain knowledge.

In this thesis, I use features obtained from Deep learning models, which are trained using different
types of inputs to capture different types of information from the images. These features are tested
on a variety of datasets and the type of retrieved images are analyzed to learn more about the models
themselves. Further more, I also propose a method to combine the different type of features to obtain

the optimal performance on a given dataset.

1.1 Related Work

Traditionally Image Retrieval is performed using features which are hand-crafted to contain specific
information, such as colour, shape, etc. These features may be reliable for some datasets, but cannot be

scaled as it is hard to generalize features that would work across all types of image datasets.

1.1.1 Content-Based Image Retrieval

Content-based image retrieval (CBIR) for decades has been one of the most researched field of com-
puter vision. CBIR aims to search for images through analyzing their visual contents, and thus image
representation is the crux of CBIR. In the past there has been a variety of proposed low-level fea-
ture descriptors for image representation, ranging from global features like color features[12], edge
features[12], texture features[20], GIST[24], and recent local feature representations, such as the bag-of-
words (BoW) models[34] using local feature descriptors (SIFT, SURF). Conventional CBIR approaches
usually choose rigid distance functions on some extracted low-level features for multimedia similarity
search, such as Euclidean distance or cosine similarity. However, the fixed rigid similarity/distance func-
tion may not be always optimal to the complex visual image retrieval tasks due to the grand challenge
of the semantic gap between low-level visual features extracted by computers and high-level human
perceptions. Therefore, in the recent past there have been a surge of active research efforts in the de-
sign of various distance/similarity measures on some low-level features by exploring machine learning
techniques[3]. Among these techniques, some works have focused on learning to hashing or compact
codes. There has been a proposed mapping learning scheme for large scale multimedia applications

from high-dimensional data to binary codes that preserve semantic similarity[23].



1.1.2 Deep Learning

Deep learning refers to a class of machine learning techniques, where many layers of information pro-
cessing stages in hierarchical architectures are exploited for pattern classification and for feature or
representation learning. It lies in the intersections of several research areas, including neural networks,
graphical modeling, optimization, pattern recognition, and signal processing, etc. Deep learning has
a long history, and its basic concept is originated from artificial neural network research. The feed-
forward neural networks with many hidden layers are indeed a good example of the models with a deep
architecture. Back-propagation, popularized in 1980s, has been a well-known algorithm for learning the
weights of these networks. For example, LeCun et al. [17] successfully adopted the deep supervised
back-propagation convolutional network for digit recognition. Recently, it has become a hot research
topic in both computer vision and machine learning, where deep learning techniques achieve state-of-
the art performance for various tasks. The deep convolutional neural networks (CNNs) proposed in [16]
came out first in the image classification task of ILSVRC-2012. The model was trained on more than
one million images, and achieved a winning top-5 test error rate of 15.3% over 1000 classes. Besides
image classification, the object detection task can also benefit from the CNN model, as reported in [7].
Generally speaking, three important reasons for the popularity of deep learning today are drastically in-
creased chip processing abilities (e.g., GPU units), the significantly lower cost of computing hardware,

and recent advances in machine learning and signal/information processing research.

Over the past several years, a rich family of deep learning techniques has been proposed and exten-
sively studied, e.g., Deep Belief Network (DBN)[10], Boltzmann Machines (BM)[ 1], Restricted Boltz-
mann Machines (RBM)[31], Deep Boltzmann Machine (DBM)[30], Deep Neural Networks (DNN)[9],
etc. Among various techniques, the deep convolutional neural networks, which is a discriminative deep
architecture and belongs to the DNN category, has found state-of-the-art performance on various tasks

and competitions in computer vision and image recognition.

Several researchers have used deep learning methods for the task of Image Retrieval including [25],
[19] and [27]. My work here is related to some of the recent works of [5] and [7] who explore the fully
connected layers as possible feature representations for Image Retrieval. However the main aim of this
project is not to get the best performance on a dataset but rather to understand and control the type of

retrieval that is done using features obtained from deep learning.



CHAPTER 2

Background on Deep Neural Networks

One of the major problems with existing approaches to Image Retrieval is that the features that were used
for similarity search were hand-crafted. This meant that the kind of features that worked for a certain
kind of dataset would likely be not helpful for a different one. The problem with this approach is that
what we see in an image is a lot different from what a machine sees in the image through the features it
is fed. In the many to one mapping between the image space and the feature space, reconstruction of the

image from these hand-crafted features is unlikely to produce anything close to the original image.

An alternative approach to feature extraction is by learning representations. [28] explains a generic
method for learning internal representations from data through error back propagation. This led to the
development of neural networks with multiple hidden layers to internally represent data between an

input layer and an output layer.

2.1 Deep Neural Networks

As the name suggests, Deep Neural Networks (DNNs) are large neural networks with several hidden
layers stacked one on top of the other, giving it a deep architecture. The hidden layers model internal
representations that are useful for the task of obtaining the required outputs at the output layer from the
raw data sent in at the input layer. Since each hidden layer computes a non-linear transformation of the
outputs from the previous layer, a DNN is capable of representing complex relationships between the

input and the output.

2.1.1 Training for classification

The most popular way of training a neural network is error back propagation learning. This is outlined
in [28]. Referring to Fig. 2.1, if u; is a neuron, let f; be the activation function at the neuron and
net; = Y, w;;j0; be the net total input. Let p be a particular input-output pair from the training dataset.

The local error measure at an output layer neuron is given by:



Input #1

Tnput #2 Output #1
Input #3

Qutput #2
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Figure 2.1: A simplified example of a neural network. The sample network has one hidden layer between
the input and the output layers.

Opk = (tp — Opkr)fg/‘ (nety;)

where 1, is the target output from the training set and o,y is the predicted output from the model.

The local error at a hidden layer neuron is given by:

Opj = f;(”“m) Z Opk Wik
k

Finally, the weight updates are given by the generalized delta rule:

Apwij = 10p;op;

By propagating these errors in a recursive manner, the weights of the neural network are updated.

2.1.2 Difficulty in Training Deep Neural Networks

e Problem of diffusion of gradients: The magnitude of the error that is back propagated through the
neural network reduces in each layer. Hence the gradients in the initial layers are very small and
do not change significantly for a long time at the start of training.

e [ocal minima: Training a neural network involves non-convex optimization and there are very
high chances that the training might get stuck at a poor local minima.

¢ Insufficient data: Since the model is complex, using insufficient data will result in overfitting.



2.2 Convolutional Neural Networks

The idea of Convolutional Neural Networks (CNNs) was originally refined in [ 18] and applied to hand-
written character recognition. CNNs are characterized by the 2D convolution operation where the input
to a neuron is the output of a 2D kernel operation on a local window of neurons from the previous layer.
This enables them to deal with patterns of scale, translation and distortion associated with 2D input data.
The same kernel is applied throughout a layer, resulting in weights being shared by multiple connections
in the network. It has the following major advantages.

e The same kernel is applied throughout the image which helps in achieving translational invariance

as the response to a feature present anywhere in the image is similar.

e Since the weights are shared between connections, the number of parameters are reduced when
compared to a fully connected network with the same number of connections.

e The convolution operation is parallelizable. There exist efficient GPU implementations for the
task thereby reducing the training time significantly.

2.2.1 Types of layers

CNN consists of a combination of convolution and pooling layers, accompanied in the end by a set of

fully connected layers. We describe them briefly in this section.

Convolution

The convolution layer performs individual convolution operations. It sends the output of each window
of the convolution operation to the neuron in the next layer receptive to that window. The coefficients
in the kernel are the parameters to be learnt in a convolutional layer. The convolutional layer is very
specific. The neurons in a convolutional layer fire only if specific features are present in their receptive

field.

Pooling

Pooling layer computes aggregate operations like max/average over neighbouring windows of outputs
and is built for invariance where neurons fire if one of the several patters are found in their receptive

field. There are no parameters which need to be learnt in a Pooling layer.



Fully Connected

In a fully connected layer, each neuron is connected to every neuron in the next layer. Most of the
parameters which need to be learnt in a convolutional neural network are present in the fully connected

layer.

2.2.2 Training

For a large CNN, with several million parameters and more than 500,000 neurons, training times can
be extremely high making the use of such a model unfeasible. It becomes imperative to come up with
techniques for faster learning. In this section, we look at modifications made to the training process as

suggested in [16].

Rectified Linear Units

Neural networks typically use a sigmoidal activation function like f(x) = tanh(x) or f(x) = (1 +
e~®)~1. These are saturating non-linear activation functions. [8] reports that the use of such activation
functions makes training a deep feedforward neural network very slow and ultimately makes the network
converge to a poor local minima. [16] proposes the use of the non-saturating non-linearity f(z) =
max (0, z). These are referred to as Rectified Linear Units (ReLUs), with the rectification arising out of
termination at 0. They show that CNNs trained with such non-saturating activation functions train much

faster than the ones using sigmoidal activation functions.

On large datasets, use of ReL.Us gives a speedup of several orders in magnitude. This makes training

on large image collections feasible.

Local Response Normalization

Normalization of responses locally, when coupled with Rectified Linear Units, lead to better general-
ization and improved training. Let a;y denote the activity obtained by applying ReLU to the output of
kernel i operating at position (x,y) and let bfw denote the normalized output. Then,

i
b’l — am7y

oy min(N—1, i+n/2 ; B
<k ta Zj=7rl(az(0, ifn//2)) (a§;7y)2>




Local Response Normalization can be intuitively understood by looking at the way neurons function
in the human brain. It is a form of inhibition where the output through a particular neural connection
is suppressed or boosted according to the outputs sent through neighbouring neural connections. This

behavior of the neurons in the brain are captured through the function described above.

Secondly, Local Response Normalization also results in normalizing the intensity values. This helps
build invariance to lighting conditions into the model. Brightness invariance is an important property
required by visual recognition systems as appearance characteristics can change significantly under dif-

ferent lighting conditions.

Parallelization on a GPU

Despite faster learning being made possible by the use of ReLLUs, training times can be very high due
to the sheer amount of computation involved. However, the convolution operation lends itself to a form
that can be parallelized. Powerful GPUs today can execute these operations in parallel giving a huge
boost to the training speed. A very efficient GPU implementation of the 2-D convolution operation has

been proposed in [16].

The NVIDIA CUDA library for GPU computing provides a way to implement these operations for
execution on NVIDIA GPUs. Common NVIDIA GPU cards available today have several thousand cores
that can execute threads in parallel. The library made available online through [15] provides a very good

framework for implementing CNNs and is used in this work.

[16] also proposes the use of multiple GPU cards and distributing different sets of kernels across the
different GPU cards. The neuron from a particular layer in one GPU card is made to ignore the outputs
of neurons from the previous layer computed by kernels in a different GPU card. Such parallel streams
are maintained until the fully connected layer where the outputs from all the kernels are pooled together.
While this results in a loss of invariance, it enables extraction of more number of representative features.
In effect, the CNN thus built on 3 GPU cards has the learning capacity of almost 3 times the CNN built
on 1 GPU card.



CHAPTER 3

Proposed features for retrieval

In this work, we build several CNN models having the same architecture but contribute different features
for the purpose of Image Retrieval. All the models were trained on the ImageNet dataset [29]. The details

about the structure and the training of the neural networks are given in this section.

The different models are trained on the same dataset but with different forms of input data. The type

of input data determines the type of feature that the model learns.

3.1 Types of Input Data

e RGB: This is the normal 3-channel RGB input which is the default way images are saved.

e CrCb: The input images are transformed in color space from RGB to YCrCb. The Y channel
(which represents intensity) is removed and the Cr and the Cb channels are used as input data for
the model.

e Intensity: The 3-channel color images are converted to 1-channel grayscale images, which are
used as input to train this model.

e Edges: The Edge maps of the images are obtained using [4] and used as input data for the model.

The 4 models mentioned above would be referred to as the RGB model, CrCb model, Intensity

model and the Edge model henceforth in this thesis.

Model Accuracy(top-1)
RGB model 59.10%
Intensity model 58.60%
Crcb model 47.60%
Edge model 44.10%

Table 3.1: Validation Accuracy on the ImageNet dataset



Figure 3.1: A sample image shown in the 4 different input forms for the 4 models. Top left: RGB, Top
right: CrCb, Bottom left: Intensity and Bottom Right: Edges

3.2 Architecture

The proposed CNN (shown in Fig. 3.2) consists of 5 convolution layers, interspersed with 3 max pooling
layers and finally backed by 3 fully connected layers (including the output layer). This is the alexnet
model defined in [16]. The input layer reads the raw data from 227 x 227 dimensional images and a
softmax output layer produces class probabilities as outputs. A query image is resized such that the
minimum dimension is brought down to 227 pixels and then it is cropped to take the central patch of

227 x 227. This is done so as to preserve aspect ratio in the image.

Every convolution kernel has three dimensions. The first two represent the size of the window over
which the kernel operates. The third dimension stands for the number of channels over which the kernel
operates. In the RGB model, the first convolutional layer operates on the three channels from the image,
namely the RGB channels. In the CrCb model, the first convolutional layer takes the 2-channel input
of Cr and Cb. In the Intensity and Edge model, the first convolution layer operates on a single channel,
namely intensity and edge map respectively. The output of each kernel becomes a new channel in the

next layer. All subsequent kernel operations happen over channels from the previous layer.

The configuration of the convolution layers is as follows: first convolution layer has 96 kernels of
size 11x11x(number of channels), second has 256 of size 5x5x96, third has 384 of size 3x3x256, fourth
has 384 of size 3x3x384 and fifth has 256 of size 3x3x384. All three max pooling layers use a kernel of

size 3x3 with a stride of 2.

10
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Figure 3.2: An architectural diagram showing the configuration of alexnet. The numbers at the bot-

tom indicate the layer sizes. Max pooling layers are used after the second, third and fifth
convolution layers.

We have 2 fully connected layers, each having 4096 neurons. The final softmax output layer is
also fully connected with the penultimate layer. The outputs from the softmax layer can be seen as the

probability of an image belonging to each of the output classes.

3.3 Learning Details

Our input images for training were random patches of 227 x 227 that we extracted from resized images
of size 256x256. We used a batch of 256 images in each iteration of stochastic gradient descent. The

weight update rule is given by:

oL
vir1 = 0.9.v; — 0.0005.€.w; — €. <wz>
ow D;

Wil = Wi + Vit1

Here i is the iteration number, w is the weight vector, D; is the training data sampled for training in

iteration ¢, v is the weight update, € is the learning rate and L is the Cross Entropy Loss function applied

11
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on the softmax outputs from the neural network given by:
L= tog(s)
J

Here j runs over the output classes. If a particular sample belongs to class c, then t. = 1 and ¢; = 0 for
all j # c. s;j is the softmax output. In the weight update rule, the first term represents the momentum
used to prevent the model from getting stuck at local minima. The second term is a regularization with

a weight decay of 0.0005. The third term accounts for the error gradient.

Initialization of weights was done using a gaussian distribution with zero mean and a standard devi-
ation of 0.01. The bias terms for the layers were filled with constants, either 0.5 or 0. Biases were set
to 0.5 in the fully connected layer and in some convolution layers in order to accelerate learning as this

leads to positive inputs at the ReLUs.

We decayed our learning rate following a step function. The learning rate was initialized to 0.01
and was multiplied by a factor of 0.1 once every 70,000 iterations, unless the error rate increases over a

period of time. We test the model once every 2000 iterations to keep a check on the validation error.

3.3.1 Training Dataset

The ImageNet dataset [29](ILSVRC2014) contains around 1.2 million images from 1000 classes. The
exact same train and test splits were used for training the 4 different models. A complete list of classes
can be found at http://www.image-net.org/challenges/LSVRC/2014/. For all images,
the minimum dimension was brought to 256 pixels and the central path of 256 x 256 pixels was used.
For each model, the corresponding mean image computed from the training dataset was subtracted from

each image before use for training or testing.

3.4 Reducing Overfitting

When a model has 60 million parameters, it becomes essential to take measures to avoid overfitting. In

this section, we discuss the methods we adopted to handle overfitting.

12
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3.4.1 Data Augmentation

One simple way to combat overfitting is by using large volumes of training data. However, the amount
of labelled images is limited. A way to handle this is by replicating data through the introduction of
small variations and augmenting this to our training dataset. We extract multiple patches of 227 x 227
from the training image of 256 x 256. This helps us achieve invariance to translation and introduces

more variations in the training data.

3.4.2 Dropout

It is a well noted observation that multiple weak models used together in making a decision is better
than using a single model that tries to be very strong. Training a large number of CNNs and using them
in parallel is however not feasible due to the amount of memory they consume. The several million
parameters learnt by a CNN occupy a significant chunk of memory in the RAM. A method proposed
in [11] to overcome this limitation is to drop the inputs from certain randomly chosen neurons during
training. Since the neurons are selected in a random way, different sets of neurons send outputs through

in each batch of input images.

The consequence of this is that each neuron is forced to learn from different combinations of neurons
from previous layers. This builds greater generalization. In our implementation, we set outputs of
neurons in the first 2 fully connected layers to O with a probability of 0.5. When a query image is
processed, the outputs of all neurons are taken in but they are multiplied with a factor of 0.5 to weigh

their contributions in the training process.

3.4.3 Early Termination

Another general way to prevent overfitting is by terminating the training process early. Along with this,
we also drop the learning rate by a factor of 10 whenever the training error increases or is constant for a

sustained number of iterations.

13



3.5 Generic Image Features

A very important observation is that while the CNN might be built for a particular classification task,
the model itself is designed in a way to learn representations of images that are best suited for that task.
This means that the CNN learns representations that are similar for similar images and dissimilar for
dissimilar images. This happens because similar images are to be categorized under the same label,

while images that are quite different are likely to be in different classes.

We found that the feature vector produced by the first fully connected layer (fc6 shown in 3.2) best

represented this similarity and could be used as a characteristic representation of the image.

3.5.1 Feature Extraction

Once we have the trained CNN models, we need to extract features to perform Nearest Neighbor Search.
To extract the features for a given image, we convert it into the 4 different input forms and forward-
propagate them through the corresponding models. We extract the output of the first fully connected
layer (fc6), which has been found to be a good representation for the image, among other layers. For

each model, this fc6 layer gives us an array of 4096 float values per image.

3.5.2 Binarizing Features

An important observation made from our experiments with the CNN was that the raw outputs from the
fully connected layers were relatively either too high or too low. This seems to indicate that the neurons
in the fully connected layers try to convey some kind of confidence, as is suggested by their spiking
behaviour. The possible inference to be made here is that the exact value of the outputs from the fully
connected layers do not matter too much beyond the information as to which bucket (high or low) they

belong to.

This observation implies that by binarizing the output values according to the bucket they belong to
(high or low) hardly causes any loss of information. This sort of binarizing has also been proposed by
Jitendra Malik in [2]. This binary feature vector constructed by putting together the binarized output
values of the neurons is a good representation of the image. We also note here that nearest neighbour

search over a Hamming Space is much more computationally efficient than in the Euclidean Space.

For every image, we now have four 4096-binary feature vectors obtained from four different CNN
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models. To measure the similarity between 2 images, we compute the hamming distance between the

corresponding features. Lower the hamming distance, more similar are the 2 images.

3.6 Implementation Platform
We use the library provided in [15] to implement our CNN. The training was run on a server with an

NVIDIA Tesla M2070 GPU card with 2880 CUDA cores, an Intel Xeon X5675 CPU and 5375MB of

Video RAM. Training was done for 90 epochs and on the given configuration this took about a week.
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CHAPTER 4

Retrieval experiments on various datasets

The models trained in the previous section were used to extract features from images and perform Image

Retrieval on several datasets.

4.1 UKB dataset[22]

The University of Kentucky Recognition Benchmark(UKB) consists images of 2550 objects, each of
which is represented by 4 images. The most common evaluation metric for this dataset counts the
average number of relevant images (including the query itself) that are ranked in the first four positions
when searching the 10200 images. This corresponds to 4 times the recall@4 measure, i.e., the best

performance is 4.

Figure 4.1: Sample Images from the UKB dataset.



Descriptor Performance ( 4 x recall@4)

GIST 1.62
BOW 2.95
Fisher 3.33
VLAD 3.35
Edge Model 1.90
CrCb Model 3.14
Intensity Model 3.11
RGB Model 3.38

Table 4.1: Performance on the UKB dataset in comparison with some of the conventional methods of
Image Retrieval as reported in [14]

4.2 Holidays dataset[!3]

The INRIA Holidays dataset is a collection of 1491 holiday images, 500 of them being used as queries.
The dataset includes a very large variety of scene types (natural, man-made, water and fire effects, etc)
and images are in high resolution. It contains 500 image groups, each of which represents a distinct
scene or object. The first image of each group is the query image and the correct retrieval results are the
other images of the group. Since we are using a global feature descriptor, we are only comparing with

other global descriptors. The accuracy is measured by the mean Average Precision (mAP), as defined in

[26].

Figure 4.2: Sample Images from the Holidays dataset.
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Descriptor Performance ( mAP)
GIST 36.5
BOW 45.2
Fisher 59.5
VLAD 55.7
Edge Model 31.6
CrCb Model 64.7
Intensity Model 65.1
RGB Model 71.0

Table 4.2: Performance on the Holidays dataset in comparison with some of the conventional methods
of Image Retrieval as reported in [14]

Descriptor Performance ( precision@1 )
Edge Model 41.70
CrCb Model 80.87
Intensity Model 71.90
RGB Model 86.55

Table 4.3: Performance on the Oxford Flowers dataset

4.3 Oxford Flowers dataset[21]

The Oxford Flowers Dataset consists of 17 flower categories with 80 images for each class. The images
have large scale, pose and light variations and there are also classes with large variations of images
within the class and close similarity to other classes. 50% of the images are used as query images to
retrieve from the other 50%. The measure of performance used is precision@]1, ie., for every query
image we look at the first retrieved image and assign it a precision of 1 if it belongs to the same class,

else it is 0. This is averaged over all the query images.
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Figure 4.3: Sample Images from the Oxford Flowers dataset.

Descriptor Performance ( precision@1 )
Edge Model 54.41
CrCb Model 63.43
Intensity Model 78.19
RGB Model 80.51

Table 4.4: Performance on the Caltech 101 dataset

4.4 Caltech101 dataset[6]

The Caltech 101 dataset contains pictures of objects belonging to 101 classes. There are 40 to 800
images per category. Most categories have about 50 images. 50% of the images are used as query

images to retrieve from the other 50%. The measure of performance used here is also precision@1.
Some observations:

e In the Caltech101 dataset, the Intensity model features perform much better than the CrCb model
features. However we see the exact opposite observation in the Oxford Flowers dataset. This tells
us that the colour information captured by the CrCb model proves to be more useful for a dataset
like Oxford Flowers dataset, where there is high inter-class colour variance.

e The RGB model always performs better than the other 3 models, as the image information avail-
able to that model is higher than other models.

e In most datasets, the CrCb model and the Intensity model have similar performance although the
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information encoded in the features is very different.

e In the Caltech101 dataset, the performance of the Intensity model and the RGB model are almost
at par.
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CHAPTER 5

Control over type of retrieval

Having control over the type of features used to perform Image Retrieval is very important in several
cases. One important real life application of Image Retrieval is in Clothing. When a shopper finds a shirt
he is interested in, he would also like to see other shirts which are similar to the one he has selected, to
finetune his choice. These other shirts could be similar in colour, pattern, design, etc. Here we use the
models we had trained to come up with different suggestions of a query image. The clothing images

used were crawled from the internet.

The advantage that conventional retrieval methods have over Deep Learning is that, we know the
relation between the query image and the retrieved images. We know exactly what the retrieved images
have in common with the query image (colour, shape, etc.). If we were to use only the RGB model, al-
though its performance is much better than the conventional methods, we do not know why the retrieved
images are similar to the query image. By having multiple models, each trained on a different type of

input data, we can now know why the retrieved images are similar to the query image.

RGE Model

Intensity Model

CrCb Model

Edge Model

Figure 5.1: Sample 1: Clothing Image Retrieval
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Figure 5.3: Sample 3: Clothing Image Retrieval

From Figure 5.1, we can see that the CrCb model has retrieved images which are similar in colour to
the query image, while the Edge model has retrieved images which have the same pattern as the query.

We can see a similar observation with others as well.

From the sample figures shown above, it can been seen that the CrCb model gives importance to the

colours present in the clothing while the Edge model gives importance to the shape and texture present.
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Figure 5.4: Sample 4: Clothing Image Retrieval

The Intensity model uses all information present in an image except colour. The RGB model uses all
the information available in an image. Hence it is hard to understand what the retrieved images have in

common with the query image.
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CHAPTER 6

Optimal combination of the various models

In this section, we try to combine the features from the 4 models in the best way possible, to get the
maximum performance on a given dataset. For a given model, we find the similarity between two
images by computing the 4096 binary features for each image using that model, and then computing the
hamming distance between the two feature vectors. For any 2 images, there would be 4 such hamming
distances computed using the features from the 4 different models. Let Hijrgp , Hijerch, Hijintensity
and Hijeqges be the hamming distances between 2 images ¢ and j using the corresponding feature
vectors. We define a new distance measure for the 2 images, which is a weighted sum of the 4 hamming

distances.

Hijweighted = Wygp * Hijrgb + Wereh * Hijcrcb + Wintensity * Hijintensity + Wedges * Hijedges
Wygh + Wereh T Wintensity T Wedges = 1

where wy.gp, Werchs Wintensity aNd Weqges are the weights given to each feature vector. For a given
dataset, we try to find the optimal weights which would give the best performance in retrieval. The

images which are used as query are not used to determine these weights.

6.1 Determining the weights

To determine the optimal weights for a dataset (lets call it dataset A), we sample several images from the
non-query part of dataset A and compute the corresponding features for the different models. We then
use Genetic Algorithm to find the set of weights which would maximize the performance ( precision@1).

We start with an initial population size of 10 and run it for 100 generations.

6.1.1 Genetic Algorithm

e randomly initialize population(t)



e determine fitness of population(t)
— select parents from population(t)

— perform crossover on parents creating population(t+1)
— perform mutation of population(t+1)

— determine fitness of population(t+1)

o until best individual is good enough or generation limit is reached

The entire process of finding the optimal weights using Genetic Algorithm takes anywhere between

10 to 30 minutes.

6.2 Transfer Weights from Another dataset

It is not always viable to sample images from dataset A and find the optimal weights using Genetic
Algorithm. To reduce this time, we propose transferring weights from another dataset, which is similar
to the given dataset A, whose optimal weights are precomputed. We use the ImageNet 1000 classes
dataset[29] for this purpose. We sampled 100 images from the validation dataset of each class from the
ImageNet dataset and found the optimal weights for Image Retrieval for each class. At the end of this

process, we have seperate optimal weights for each of the 1000 classes from the ImageNet dataset.

Now to find the weights for dataset A, we sample some images from the non-query part of the
dataset and classify them using the RGB model which was trained earlier. We take the majority class
among these sampled images and transfer the weights learnt for that class to dataset A. This would give

a near-optimal combination of different feature vectors for Image Retrieval.

Descriptor Performance ( precision@1 )
Edge Model 41.70
CrCb Model 80.87
Intensity Model 71.90
RGB Model 86.55
Optimal combination 88.34
Transfered Weights from ImageNet class (daisy) 88.19

Table 6.1: Performance on the Oxford Flowers dataset with combination

The Optimal weights and performance are given in tables 6.1 and 6.2. The ImageNet class which is

closest to the Oxford Flowers dataset is found to be the class daisy.
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Wrgb Wereb Wintensity || Wedges
Optimal Combination 0.3674 || 0.2496 0.1711 0.2119
Transfered Weights from ImageNet class (daisy) | 0.4098 | 0.0602 0.2382 0.2918

Table 6.2: Optimal Weights for the Oxford Flowers dataset
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CHAPTER 7

Conclusion

Our results show a promising approach for large scale Image Retrieval. We have shown how we can
control the type of retrieval by changing the type of input data, keeping the architecture the same.
Furthermore, we have also shown how to combine multiple features (specialized for different needs) to
get the optimal retrieval performance on a given dataset. Some of the possible work that can be done in

future with regard to this project are given below.

7.1 Future Work

7.1.1 Using more powerful models

The experiments that were shown in the previous chapters can be repeated with more powerful sophisti-

cated models such as GoogleNet [33] and VGG [32]. I have used the VGG19 model (released publicly

by [
UKB dataset and the Holidays dataset.

]) to extract the first fully connected layer features and check the retrieval performance on the

Descriptor Performance ( 4 x recall@4)
RGB Model (alexnet) 3.38
VGG19 model 3.52
Best accuracy reported [14] 3.47

Table 7.1: Performance on the UKB dataset extended

Descriptor Performance (mAP)
RGB Model (alexnet) 71.0
VGG19 model 78.12
Best accuracy reported [25] 84.7

Table 7.2: Performance on the Holidays dataset extended




7.1.2 Video Retrieval

We can extend this Image Retrieval system to Video Retrieval as well. One simple method would be
to sample frames from the videos and make each frame of the query video vote for the closest frame
from another video. I have used the RGB model on the UCF-101 dataset to generate the video retrievals

shown below.

Figure 7.1: Sample Video Retrieval from UCF-101 dataset
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