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ABSTRACT

When it comes to hardware design, various approaches are adopted and each

approach brings with it various problems. In this project, we are try to optimize

the design at higher level of abstraction. We take the concept of Assignment

Decision Diagrams for high level synthesis to provide an end to end solution

that can generate gate-level netlist directly from a given hardware description

described in ”Chisel Hardware Construction Language“. Chisel, which is an

embedded DSL in Scala, being a higher level language and designed specifically

for Hardware Construction helps us put more focus on Hardware design. The

concept of using Assignment Decision Diagrams for this high level synthesis of

hardware designs provides us with two major capabilities that are not offered by

traditional representations, which are, the minimization of syntactic variances and

the models for estimating layout quality metrics during synthesis. In addition

the diagram also simplifies many tasks such as allocation and scheduling. The

language itself is an embedded language based on Scala. ADD leverages the

concept of digital design being a collection of conditional assignments to output

ports and wires. I modified the Chisel compiler by adding a backend to it which

generates Verilog files after the description has been synthesized into ADDs.
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CHAPTER 1

Introduction

Technology that is available today enables companies to build large and complex

systems with millions or even billions of transistors on a single chip. In the recent

years, people started using logic synthesis methods to design process i.e we see

an evolution from capture and simulate to describe and synthesize methodology.

The advantage with this method is that we can give an input description in purely

behavioral form devoid of implementation details and designers can apply the

describe and synthesize methodology using various levels of abstraction - gate

level, FSM level or RTL level with flow charts and dataflow graphs.

Using high-level design, designers can achieve high levels of productivity by using

the automation and higher levels of abstraction provided by high-level synthesis.

In this project, we are trying to build an end-to-end solution to generate a fi-

nal gate-level netlist that would automatically generate optimal hardware from

a given description in Chisel (explained below). This optimal hardware is to be

syntactically independent and is the most parallel representation.

We try to achieve what was stated above by using structures called Assignment

Decision Diagrams (ADDs)[1] with input description in Chisel which is a Hard-

ware Construction Language based on Scala being developed by UCB.

Rest of this report is organized as follows. Chapter 2 gives an overview of Chisel,

its various constructs, some of the internal working of the Chisel compiler and

internal working of a custom backend. Chapter 3 makes the case for why ADD’s

were used as for the higher level synthesis of the Hardware Design. Chapter 4



gives a little overview of Scala compiler plugin and the changes made to it so as

to get a high level synthesis. Chapter 5 gives a summary of entire report.
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CHAPTER 2

Chisel

This chapter describes the Chisel programming language and the reason for choos-

ing Chisel as our HDL.

2.1 Introduction

The traditional hardware-description languages were originally developed as

hardware simulation languages, and were only later adopted as a basis for hard-

ware synthesis. Because the semantics of these languages are based around sim-

ulation, synthesizable designs must be inferred from a subset of the language,

complicating tool development and designer education. Also since the languages

Verilog and VHDL were developed a long time ago they also lack powerful ab-

straction facilities that are common in modern software languages which leads to

low designer productivity by making it difficult to reuse components.

Chisel being a higher level and modern language based on Scala facilitates the

composition of highly parameterized module generators which is very crucial if

you want to do an extensive and thorough design-space exploration. Althoug

some of recent improvements like SystemVerilog address some of these issues

they still lack many of the powerful programming language feautures. Another

advantage that Chisel has over languages like Esterel, DIL or Bluespec is that these



languages follow a pattern encoded programming model that is suitable and very

powerful when the design that is being developed matches the pattern whereas

the higher computation level of Chisel helps us avoid these problems.

Chisel was developed from the beginning with the goal of being simple plat-

form that provides modern programming language features for accurately specify-

ing low-level hardware blocks, but which can then be readily extended to capture

many useful high-level hardware design patterns. By using a flexible platform,

each module in a project can employ whichever design pattern best its that design,

and designers can freely combine multiple modules regardless of their program-

ming model. Hence Chisel was the HDL of our choice when we started this

project.

2.2 Chisel Datatypes

Any hardware design in Chisel is ultimately represented by a graph of node objects.

The Chisel type system is maintained separately from the underlying Scala type

system, and so type nodes are interspersed between raw nodes to allow Chisel

to check and respond to Chisel types. Chisel type nodes are erased before the

hardware design is translated into C++ or Verilog. The figure below shows the

built-in Chisel DataType hierarchy. There are built in scalar types like Bits, Bool,

Int, and UInt and then there are some built in aggregate types like Bundle and Vec

which allow you to expand the set of Chisel Datatypes with other collection types.

The datatype nodes are added to the node graph that is generated while reflecting

the source file. The Type nodes are attached to Op or Lit nodes which hold
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Figure 2.1: Chisel DataType Hierarchy

information about the names of the variables or the operations being performed

on them. The below diagram shows a sample of these graphs.

2.3 Chisel Internals

In this section we delve deeper into how the Chisel programming language actually

works. Some of the main components of the Chisel compiler are described below

2.3.1 Node.scala

This the main scala class that is used to model all the types in Chisel. The internal

graph that Chisel using for representation of the source code is built from the

xi



Figure 2.2: Chisel Op/Lit graphs constructed with algebraic expressions showing
the insertion of type nodes

instances of this Node class. The figure below shows the hierarchy of classes in

Chisel.

2.3.2 Module.scala

This is one of the most important parts of the compiler. In the hardware descrip-

tion all the hardware components extend this singleton. The compiler itself uses

reflection on this object and finds the methods described in the source. Since

the Chisel Type system is different from that of Scala and all the functions are

defined separately on these types (separate from original scala functionality) all

the Chisel constructs defined inside this module at are evaluated as methods at

runtime which is extracted using reflection by the Chisel compiler.
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Figure 2.3: Chisel Node Hierarchy

2.3.3 Backend.scala

This is the core of the compiler where the reflection on the Module or in this case

it’s subclasses the modules described in the hardware description. The reflection

happens in the elaborate function of this class. The function is not called directly

but by one of it’s subclasses because every Module has a backend parameter that

contains an instance of this class or it’s subclasses. This backend parameter is set

based on the command line arguments passed by the user. This file also provides

the necessary functions for extending the capabilities of the compiler by writing

new backends that are children of this class.

2.3.4 Verilog.scala

This is the file that generates the verilog file from the intermediate Chisel graph that

is built. It contains some valuable functions to convert the graphical representation

to a verilog file. Much of the backend written by us was done by understanding
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and using the functions written in this file. It’s elaborate function can be used to

access the Chisel intermediate graph.

Some other important files are the Datatype files like Data.scala, Bits.scala etc.,

which can be gone through to know more about the kind of functions you can

implement or to extend the functionality of these datatypes. Also the file hcl.scala

is important for adding new backends as this the file that contains the definition

of ChiselMain function which is used to instantiate the chisel modules in the scala

source. You should add your custom backend here and customize the command

prompt options to run Chisel. Also any other changes to runtime arguments can

be done in this file.

2.4 Custom Backend

We implemented a custom backend to the compiler by adding a new backend

class that extend the Backend class in the Chisel compiler. In this backend we

went through the Chisel graph i.e the various nodes that is being generated by

Chisel by going through the tree in reverse from the outputs to the inputs. The

functions getRoots defined in Module can be used to get the roots of the Module

i.e the output nodes that are being assigned. The variables that are being assigned

in these nodes were stored along with the conditions that were being evaluated

for the assignments. The conditional arguments appeared in the graph as MUX

nodes. Once we had all the conditional and behavioural logic from the internal

graph of Chisel we generated the new verilog file that modeled the description

xiv



in terms of ADD’s. A separate ADD.v file was written that contains the verilog

representation of the ADD modules. The generated verilog files with and without

the new backend files were verified later.
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CHAPTER 3

Assignment Decision Diagrams

In this chapter, we see about the workings of an ADD and advantages of the

structure and how it contributes to the abstraction in the high-level-synthesis.

Some of the verbatim in this chapter is taken from the paper by D.Gajski.

3.1 Introduction

ADD was primarily defined to encapsulate the functionality of a given hardware

description in a unique, precise and simple manner. They are important because,

• The uniqueness of the representation will allow synthesis tools to be indepen-

dent of syntactic variances that are present in the input description. Hence,

the ADD has to be able to depict the most parallel representation of a given

description in order to satisfy the uniqueness property.

• In addition to being unique, the representation we are seeking should con-

sists of parts that reflect semantics of the description instead of syntactic

constructs. Each constituent of the presentation should have no direct rela-

tionship with language constructs. We refer to this property as the preciseness

of the representation.

• A simple representation is one that consists of a few number of different

object Types and relationship between each object type. Such representation



can simplify synthesis algorithms because the algorithms have to manage

small number of objects. Since most of the synthesis algorithms are top

ology-graph based, the representation for a synthesis system has to be a form

of topology graph. Thus, a simple representation is, ideally, a graph that

consists of small number of different types of nodes and edges.

The figure below show a sample ADD for a FSMD model.

Figure 3.1: The Assignment Decision Diagram: a) FSMD (Finite State Machine
Datapath) model, b) the ADD

3.2 Advantages of ADD’s

As discussed in the introduction, high-level synthesis converts a given input de-

scription with a high level abstraction into an internal representation. All synthesis

tasks works from this description.There are several types of internal representa-

tion. The most convenient type is the one that matches the problem most closely.
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For example, for a digital filter, which repeatedly performs a series of operations

on an infinite input data stream, we want to represent the data, the arithmetic op-

erations, and the read and write dependencies that define the order of execution.

A dataflow graph (DFG) is the best way to do this. But the problem with various

kinds of internal representation is that usually there would be one to one mapping

between various kinds of input constructs and different nodes of the internal rep-

resentation.

This would lead to a situation where two behaviourally (semantically) similar

descriptions with minor syntactically differences would lead to different output

hardware. A large number of synthesis algorithms are topological-graph based.

These algorithms produce results that are generally depended on topology of the

graph. Meaning, the algorithms would produce different results for graphs with

different topology, even though those graphs have the same semantics. And since

the compiler produces different graph topologies for different descriptions, as the

result, synthesis tasks would produce different hardware for each of the topology,

as illustrated in Figure below. ADD can reduce the impact of syntactic variances

Figure 3.2: A general High Level Synthesis approach

without unnecessarily increasing the complexity of synthesis tasks by improving

the internal representation and modifying the compiling scheme.

It is capable of representing different descriptions that have the same semantics in
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one unique topology. There are many ways of representing a given description

starting from the most sequential, which is inherent from the description, to the

most parallel representation. ADDs give the most parallel representation to be the

unique representation because it does not contain implicit sequentiality that are

found in the description.

Once we have the ADD we develop a compilation scheme from the input descrip-

tion into the new representation. The results obtained this kind of transforma-

tion are consistent and dont depend on the ordering or grouping of conditional

branches and/or computations.

Figure 3.3: An overview of the compilation scheme using ADD approach

3.3 ADD representation of the Chisel constructs

This section looks at the ADD representation of two of the main Chisel conditional

constructs.

3.3.1 when-elsewhen

We use when-elsewhen to get if-else functionality i.e conditional branching capa-

bilities. Consider the following sample of code as an example to when-elsewhen

xix



behavior,

1 when (C == 0010) {

2 A := B + D

3 } . elsewhen (C != 0010) {

4 A := B − D

5 }

The corresponding ADD representation of this piece of code is as follows.

Figure 3.4: An example of the ADD representation of the when-elsewhen construct

3.3.2 switch

Switch construct is similar to switch construct in C. It is an alternative to when-

elsewhen construct i.e the Switch construct matches one of the cases provided

or goes to default. It provides multiway branching capabilities.Actions in each

xx



branch is executed if its companion evaluates to true.

The parallel representation of the Switch construct requires simultaneous evalua-

tion of conditions and execution of operations in each branches of the Switch. For

example consider the following switch statement.

1 switch (C + E )

2 {

3 i s ( 0 0 0 1 ) { A = 0 1 0 0 ; }

4 i s ( 0 1 0 1 ) { A = 1 1 1 1 ; }

5 i s ( 1 0 1 1 ) { A = 0 1 1 0 ; }

6 }

The corresponding ADD representation of this piece of code is as follows.

Figure 3.5: An example of the ADD representation of the switch construct
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CHAPTER 4

Scala Compiler

In this chapter we disuss the implementation of the various features to the scala

compiler plugin that does the high level synthesis of a given hardware description

using an Assignment Decision Diagram as described in Chapter 3

4.1 Introduction

The Scala is a very good functional and object oriented programming language.

All the functions in Scala are treated objects. The language has many features

that are important for the generation of circuits and the language has also been

developed with aim of being a base for domain-specific languages.

We are using a compiler plugin to extract the AST that contains the complete

hardware description so as to not lose any information regading the behavioural

or combinational logic in the description. I used the same compiler plugin that

is being developed by Avinash. The AST generated by the scala compiler can be

used to synthesize the hardware description using ADD. The scala AST can be

analyzed by printing and looking at various nodes that get created using the com-

piler flags -Xprint:parser -Yshow-trees. The parser denotes the phase after which

the compiler runs. This is the first phase of the compiler where just syntactical and

static type inference is done. The next three phases the Namer, Packageobjects and



the Typer phase deal with the creating the symbol table and the typing of the trees.

The symbol table can be printed using -Yshow-syms.

Some of the important nodes in the AST are ClassDef, ValDef, Apply and Select.

These most important nodes in our case are Apply and Select as the Chisel library

functions all appear as Apply nodes and the Select node is used by Scala for the

“.” syntax terms in the source code. So we analyse the Apply node and the Select

nodes in the body of the classes that extend module class and then build our ADD

representations for these outputs.

4.2 ADD Extension

The ADD library has support only for ADD’s of size upto 8 conditions and 8

arguments. So we extended the ADD support for variables with higher order

assignments and conditions by reusing the ADD and adding levels of ADD’s

similar to the way muxes are arranged in the case of higher order computations.

The figure below shows this nested arrangement.

4.3 Maintaining Variable Scope after ADD transfor-

mation

In Scala, like most other languages, variables are reserved memory locations used

to store various values of different types. Based on the type of the variable declared,

the compiler allocated memory depending on the type. The type of variable can
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Figure 4.1: Nested ADD’s for higher order assignments

either be explicitly declared or the compiler will try to infer the type based on the

right hand side of the expression. The different types of data that is available in

Scala include but not limited to Integers, Decimals, characters, Strings, etc. All

these are objects unlike Java (no primitive types). We use val and var for declaring

variables with val for immutable and var for mutable. Further type can be explicitly

declared like below,

1 var myVar : S t r i n g = ”Sample”

Here, myVar is declared using the keyword var. This means that it is a variable

that can change value and this is called mutable variable. Following is the syntax

to define a variable using val keyword:

xxiv



1 val myVal : S t r i n g = ”Sample”

Here, myVal is declared using the keyword val. This means that it is a variable

that can not be changed and this is called immutable variable.

1 var myVar = 2 ; / / Type i s i n f e r r e d h e r e

2 val myVal = ”Sample” ; / / Type i s i n f e r r e d h e r e

Variable Types: The variable scopes inside Scala is very similar to other lan-

guages with 3 main scopes to the variables. These are the following,

• Fields (instance variables):

These are variables declared as member of the class. These members are

accessible only from inside the object i.e they can be accessed by member

methods or set by the constructor. Furthermore, these can also be accessible

outside the object depending on what access modifiers. Object member

variables can, as described above, var or val i.e mutable or immutable.

• Parameter Variables (Method params):

These are variables passed onto the methods. The scope of these variables

are only inside the method. But some variables like objects which are passed

by reference than by value can be accessed form outside. These are always

implicitly immutable i.e val.

• Local Variables:

These are variables declared inside a block or method. Blocks in Scala are

pieces of code enclosed in curly braces. Each block has return value i.e the

the last value mentioned inside the block. If nothing is mentioned as the

xxv



return value, Unit (which is like NULL) is returned. Local Vars can only be

accessed inside the block unless returned by the block as described above

and can be both mutable and immutable i.e both var and val.

Chisel type system is distinct from Scala type system (Chisel uses UInt, Bool

etc described above while Scala uses Boolean etc) and variable assignments are

basically apply methods in Chisel i.e for example,

1 io . input := aValue / / Thi s i s e q u i v a l e n t t o i o . i n p u t . a p p l y ( aValue )

Since, Chisel variables are also Scala variables, the scope of the variables is

maintained. Now, we shall see how the scope of different kind of variables de-

scribed can be handled in light of creating the ADDs.

Global variables and fields (like io module declared inside of the module class)

i.e variables inside the main module can be accessed everywhere, so that would

not be a problem. They are left as they are.

Variables inside methods are not being converted to ADDs yet. So, they too

need not be handled.

Local variables as described above are the variables declared inside blocks such

as that of methods or when or switch etc. Now, these variables could be potentially

be used in assignments to output ports. An example of such a scenario is shown

below,

1 when ( somecondition ) {

2 var a = UInt ( 3 )

3 io . output := a

4 when { . . . } / / f u r t h e r b l o c k s

5 }
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Now, we can see that a is a local variable to the when block and when the

io.output is made into an ADD, the reference to the a is lost since the when block

is removed while processing. So, we need to change the scope of this variable by

moving it to the main module block. So, to prevent a compile time error from

occurring, all the variables with local scope have to shifted out of the conditional

blocks. This has been done using a Stack data structure. All the variables in a

block are pushed onto stack and are renamed to a unique name to avoid conflicts

with other variables of same in other blocks. This array is maintained on the

stack until we come out of block while adding additional arrays as we go further

blocks inside this block and freeing them as we leave the blocks. When we are in a

block we replace all the instances of the variables with the newly uniquely named

counterpart for that variable. Now all these arrays while are freed are added to a

variable list which is added to the main module block at the end.

So, in the above case while the io.output would become an ADD like

1 var a when #unique number = UInt ( 3 )

2 . . . . . . . . . .

3 . . . . . . . . . .

4 io . output = output ADD . io . out

4.4 Scala Library

The main ADD library is currently implemented in Scala with ADDs ranging from

2 input to 8 input ADDs. Each of the ADD module is implemented using a a series

of when blocks. Initially, the library was implemented by passing the classname

to the ADD library and instantiating depending on the kind of output ports and

input ports and the number of bits for various ports in the ADD module was

xxvii



parameterized. But this led to some errors when elaboration by Chisel failed in a

few instances. So, we changed the io port types to Bits which is the super class of

the data types used by Chisel.

A sample ADD block is shown below:

1 c l a s s ADD2( ) extends Module {

2 val io = new Bundle {

3 val in1 = B i t s ( INPUT)

4 val in2 = B i t s ( INPUT)

5 val c1 = Bool (INPUT)

6 val c2 = Bool (INPUT)

7 val out = B i t s (OUTPUT)

8 val default = B i t s ( INPUT)

9 val i s A c t i v e = Bool (OUTPUT)

10 }

11

12 io . out := io . default ;

13 io . i s A c t i v e := Bool ( f a l s e )

14 io . out := io . default

15

16 when ( io . c1 ) {

17 io . out := io . in1

18 io . i s A c t i v e := Bool ( t rue )

19 }

20 when ( io . c2 ) {

21 io . out := io . in2

22 io . i s A c t i v e := Bool ( t rue )

23 }

24 }

If the number of inputs exceed 8, we extend it as described above. We use
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the isActive flag as to know if this ADD has been activated and we use this as a

condition to next stage of ADD in the description of ADD extension above.
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CHAPTER 5

Summary, Conclusions and Future Work

In this project we have tried to build one of the phases of an end to end solution

which would automate the process of producing optimal hardware from a high

level behavioral description of a circuit. The high level description in this project

is provided in Chisel which is internally converted to the ADD - Assignment Deci-

sion Diagrams - descriptions. This ADD ensures the most parallel representation

and hence produce optimal results. We have at this stage implemented the ADDs

in scala (as described in the previous section) and would like to change it to LUTs

as the next stage. We have successfully managed to convert the given description

for conditional constructs in terms of ADDs both using Chisel backend and mod-

ifying AST using compiler plugin. We have also checked the behavioral equality

with the original design with the help of formal pro (using RapidIO library).

Currently because of the scala implementation of the library, the resulting ADDs

are not optimal and resulting in an overhead in transistor count and power which

needs to be further reduced in future implementations. Furthermore, loop un-

rolling is not handled currently and needs to be completed. Most of the ideas in

this project are taken from the paper mentioned in Chapter 3 by Dr. D. Gajski.

Also you can optimize the logic [3] and generate automated test vectors for this

representation mentioned in [4] and in [5]
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